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ABSTRACT In distributed wireless sensor networks (WSNs), TDMAprotocols are a widely applied solution
when a reliable data-transferring mechanism is in demand. However, to produce a TDMA schedule is not an
easy task. During the scheduling, there can be a large number of conflicts due to the nature of radio access,
which leads to a waste of operating time and energy. In this paper, we first present and discuss the concept of
Topological Ordering, which is based mainly on the local neighborhood size. It is aimed to create an order of
scheduling that helps reduce the competition and conflicts. Next, we propose a fast and effective distributed
scheduling algorithm using Topological Ordering, called DSTO, to create a collision-free TDMA schedule.
This algorithm is promising in terms of reducing running time and message collisions during the scheduling
phase, which in turn reduces overall message overhead. At the same time, efficient time slot allocation,
which translates to a shorter frame, is guaranteed. We implement DSTO together with two other distributed
scheduling algorithms on OPNETNetworkModeler and thoroughly analyze the comparative results to prove
its validity and effectiveness.

INDEX TERMS Distributed, DSTO, scheduling algorithm, TDMA, topological ordering, wireless sensor
networks.

I. INTRODUCTION
Wireless sensor networks (WSNs) have received increas-
ing interests from both the academic community and
the industries as they have been proved to have many
real-world applications including environmental monitor-
ing [1]–[3], pollution monitoring [3], [4], disaster fore-
cast, prevention and management [5]–[7], structural health
monitoring [8]–[10], wildlife tracking [11], [12], cattle
farm monitoring [13]–[15], and most recently the Internet
of Things [16], [17]. In WSNs, carrier sensing multiple
access (CSMA) has been widely used as a medium access
control (MAC) protocol as it has several advantages such as
robustness, flexibility, and full distributedness [18]. However,
it is prone to collisions because two or more neighboring
nodes may be transmitting at the same time. Even though
control packets, such as RTS, CTS, and ACK, are helpful in
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solving this problem, they may add up to the overhead costs
by 40% [19].

On the other hand, time division multiple access (TDMA)
has proven to be a more reliable protocol with respect to its
collision-free data-transferring. However, scheduling, or time
slot allocation, is always a challenging issue, especially in
multihop networks. There have been various approaches to
tackle this problem. For example, the authors in [20] proposed
an algorithm that can provide a distributed collision-free
schedule. However, it requires all nodes to be strictly
synchronized, which is not a realistic assumption for real-life
networks. Rhee et al. proposed a distributed version of
the randomized scheduling algorithm RAND [21], called
DRAND [22]. Not only DRAND can allocate slots without
collisions, it does not require clock-synchronization or global
information. However, due to its random nature, DRAND
may have a large number of collisions during the schedul-
ing phase, which leads to long running time and generat-
ing a large amount of message overhead. For these reasons,
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DRANDmay not suitable for networks with frequent changes
in topology. For example, UAV networks for monitoring farm
cattle [13] have to deal with sudden topology changes due to
node or communication failures. For this type of networks,
a TDMA scheduling algorithm with short running time and
low message overhead is promising as it can quickly adapt to
changes and efficiently reduce energy consumption. To over-
come the problem of DRAND, the authors in [23]–[25] pro-
posed various priority factors such as energy-topology and
inter-node distance. Evidently, this helps reduce collisions,
but does not completely eliminate the problem.

Our early effort to tackle this problem was presented
in [37]. In the paper, we introduced Topological Ordering
and a simple scheduling algorithm. The simulation results
showed comparisons betweenDSTO andDRAND in terms of
running time and number of rounds to complete scheduling.
In this paper, we extend the previous work with the following
contributions:
• We improve the scheduling algorithm to handle diverse
cases in practical WSNs by adding the checking con-
dition for message reception status and slot awareness
of nodes. This increases completeness, efficiency, and
applicability.

• We provide theoretical analysis on the complexity and
running time of the algorithm, and implementation
guidelines (e.g., types of messages), so that readers can
have a better understanding on the concept and easily
re-implement DSTO.

• We conduct more extensive evaluations to demonstrate
the effectiveness of DSTO over two other scheduling
algorithms. From the comparative evaluation results,
diverse performance aspects of DSTO such as running
time, message overhead, and slot allocation are thor-
oughly analyzed to prove the efficiency of our algorithm.

The rest of our paper is organized as follows. Section II
analyzes the related works on scheduling in WSNs.
Section III provides the theoretical and formal definition for
the TDMA scheduling problem, alongside basic notations.
In Section IV, we explain the idea of TO in details. Section V
presents our proposed algorithm and its employed message
structures. Section VI presents the theoretical analysis of
DSTO. In Section VII, we describe the simulation setup and
analyze the results to validate the effectiveness of DSTO.
Lastly, Section VIII concludes this paper.

II. RELATED WORK
In TDMA, to produce a collision-free schedule using themin-
imum number of slots is a NP-Complete problem [21]. There
have been several different approaches, which can mainly be
categorized into centralized and distributed scheduling. The
early works were mostly centralized scheduling and focused
on looking for an optimal solution for the scheduling problem
[26]–[29]. However, as these algorithms require full knowl-
edge on network topology, they are not suitable for large scale
multi-hop networks, even though their expected complexity is
just O(n), where n is the number of nodes in the network.

On the other hand, distributed scheduling algorithms work
based on local information, usually on neighbors within a
two-hop distance. Therefore, they are scalable and more suit-
able for dynamic networks with frequent changes in network
topology. However, a major disadvantage is that their slot
allocation performance is not as good as that of centralized
algorithms. In NAMA [30], the authors proposed a hashing
technique to determine contenders’ priorities. Time is divided
into blocks of several sections. Each section is further divided
into parts and then time slots.When a node has data packets to
send, it chooses a part and a time slot of that part to contend.
Furthermore, the last section of a block is called the member-
ship section and used exclusively for management purposes.
Each slot of this section is again divided into segments for
newcomer nodes to send signals that contain their IDs and a
part they wish to contend. An advantage of this algorithm is
that it does not require a contention phase or global topology
information. However, its computational complexity can be
O(n2), as the priorities of all the two-hop neighbors are to be
calculated at each node every slot, and it also requires nodes
to be time-synchronized. Rozovsky and Kumar [31] proposed
SEEDEX, which aims to avoid collisions while not having to
reserve for every packet with a hash function as well. The
drawback of SEEDEX is that it is prone to collisions when
two nodes pick and transmit at the same slot.

The authors in [32] proposed Five-phase Reservation Pro-
tocol (FPRP), a heuristic distributed scheduling algorithm
for dynamic slot allocation. FPRP runs in cycles, each of
which consists of a Reservation Frame (RF) and several
Information Frames (IFs). Each RF contains a number of
Reservation Slots (RSs) and each IF contains the same num-
ber of corresponding Information Slots (ISs). To reserve an
IS, nodes run 5 reservation steps during their correspond-
ing RSs. DICSA [33], a distributed and concurrent link
scheduling algorithm, introduced a two-state-machine algo-
rithm, primary and secondary, that allows each node and
its neighbors to participate in each other’s slot reservation
process. To ensure a collision-free schedule, both of these
algorithms have to maintain a common list of forbidden slots.
Although DICSA does not require time synchronization, its
performance may be varied as time difference among nodes
can cause slot overlaps and collisions.

Bhatia and Hansdah [20] introduced DTSS, a distributed
algorithm, to solve the spatially correlated contention
between neighboring nodes. The authors proposed the strong
and weak-conflict models to support all unicast, multicast,
and broadcast. In unicast and multicast modes, the algorithm
allows nodes, even two-hop neighbor nodes, to have the
same time slot as long as they do not cause interference
to one another’s receivers. DTSS performs well in terms of
scheduling time, however, since it requires all nodes to be
strictly synchronized, extra time and network traffic for run-
ning time-synchronization algorithms are needed. Moreover,
the frame length in DTSS must be set to be equal or larger
than δ, where δ is the maximum size of two-hop neighbor-
hoods, which leads to low channel utilization rate. Lakhlef,
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Raynal and Taiani [34] proposed a frugal vertex coloring
algorithm for tree-based distributed broadcast networks to
avoid conflicts and collisions. This algorithm can reduce
the execution time and number of broadcast messages and
improve channel utilization by using the minimum number
of slots. However, in the paper, the simulations were only
performed on networks with the maximum node degree of 7.
In large-scale networks, the algorithm may suffer from long
running time and high message overhead due to a high node
density.

Rhee et al. [22] proposed a distributed randomized time
slot scheduling algorithm, named DRAND, based on a cen-
tralized algorithm called RAND [21]. DRAND is employed
by the hybrid protocol named Zebra-MAC [18], or ZMAC,
as its scheduling algorithm. In DRAND, nodes work in four
different states IDLE, REQUEST, GRANT and RELEASE.
At IDLE state, in each round, if a node u wins the lottery,
it moves to REQUEST state and broadcasts a request to its
one-hop neighbors. If this request is answered with a grant by
all of the one-hop neighbors, the node can choose a minimum
free time slot. After that, it moves to RELEASE state and
broadcasts a release which contains the information about its
chosen slot. However, if at least one of the one-hop neighbors
answers with a reject, the round is considered unsuccessful.
Node u then has to send a fail to its one-hop neighbor to
signal a failed round and then moves back to IDLE state and
starts again later. One-hop neighbors that have sent a grant
to u also have to move from GRANT state back to IDLE state
(if they have not decided on their slot) or RELEASE state (if
they have). DRAND guarantees collision free slot assignment
for any network with message complexity O(δ), where δ is
the maximum number of nodes in any two-hop neighbor-
hood. However, DRAND also has its drawbacks, which we
define as random competition problem in slot scheduling in
distributed WSNs.

Firstly, in DRAND, several nodes may send requests at
the same time, which certainly results in collisions. More-
over, a node may send a request while some of its one-hop
neighbors are in GRANT state and ends up being rejected by
those nodes. Furthermore, due to the random nature, a node
may lose the lottery several times before being allowed to
send a request. Even when it does send, there is no guarantee
that it can reserve a time slot in that round. Each node may
have to go through several trials (rounds) and fails before
being able to reserve a slot, which causes higher running time
and more energy consumption. Secondly, when a node u is
rejected by a one-hop neighbor, it has to send a fail to all
of the one-hop neighbors. However, this message may not
successfully reach some of them, which will keep waiting and
periodically sending grants to u until they recognize u has
failed. All the above-mentioned points show that while able
to produce a collision-free schedule, DRAND is ineffective
in terms of running time, message overhead, and energy
consumption.

L-DRAND++ [25], E-T-DRAND [23] and ET-BT-
DRAND [24], which are DRAND’s variants, were proposed

to combat the random competition problem of DRAND.
They employ inter-node distance information and energy-
topology, respectively, as priority factors to make sure that in
each neighborhood, there is only one node with the highest
calculated priority that can compete for its time slot at any
moment and other nodes have to wait if they have lower
priorities. Similarly to DRAND, after the highest prioritized
node, named A, in the neighborhood has selected a time slot,
it broadcasts a RELEASE message to notify its neighbors.
Here lies a major concern on these algorithms as there seems
to be no reliable mechanism to ensure this information will
be successfully delivered to neighbor nodes with lower pri-
orities. In this case, these nodes will wait indefinitely since
they have not received A’s message. Thus, these algorithms
do not work in our simulation settings and we exclude them
from the performance evaluation.

In [35], Batta et al. proposed an improved version of
DRAND, called I-DRAND, which aims to provide a TDMA
schedule for tree-based distributed networks. This algorithm
follows almost exactly DRAND’s four-state model. The only
difference is that nodes in I-DRAND collect requests from
its neighbor during one round and only send a grant to the
priority node at the end of that round. The order of priority is:
its parent, its child and a sibling that has the highest degree.
By restricting sending of grants/rejects at the end of each
round, this algorithm can reduce the number of collisions and
conflicts, and thus reduce execution time. However, the ran-
dom competition problem of DRAND as presented above
is not yet solved. Another tree-based distributed TDMA
scheduling algorithm is presented in [36]. This algorithm
works in a bottom up manner. Each parent collects its chil-
dren’s calculated weights and grandchildren’s assigned slots
through request message from the children. Once having
received requests from all of its children, the parent performs
scheduling for them by itself. However, the algorithm does
not provide an acknowledge mechanism for request messages
from child nodes to their parent, thus they may have to send
requests continuously every round until receiving a schedule
from the parent, leading tomore generatedmessage overhead.

Table 1 summarizes diverse aspects of TDMA scheduling
algorithms reviewed in this section. In this paper, we propose
a distributed scheduling algorithm using Topological Order-
ing. By creating an order to tackle the random competition
problem in slot scheduling in distributed WSNs, our algo-
rithm allows nodes to schedule in an orderly fashion to reduce
scheduling delay and collisions between neighbors, which
helps lower running time, generated message transmissions,
and numbers of rounds required to finish scheduling as well
as provides efficient slot allocation.

III. PRELIMINARIES
We first define the theoretical problem, which includes the
network model and fundamental concepts of graph theories
in Subsection III-A. Then, we proceed to provide the basic
notations used in the proposed algorithm in Subsection III-B.
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TABLE 1. Summary of related works.

A. TDMA SLOT ASSIGNMENT IN WIRELESS SENSOR
NETWORKS
A WSN can be represented by an undirected graph
G = (V ,E), where V is the set of vertices, or nodes, and E is
the set of bidirectional links such that link e = (u, v) exists,
if and only if node u, v ∈ V are in each other’s transmission
range. We assume that all node have identical transmission
radius. Thus, two nodes’ transmitting signals simultaneously
will cause interference among themselves or at a third node,
if they are one- or two-hop away, respectively.

Therefore, we define the problem as producing a schedule
in which no two nodes within two hops from each other have
the same slot. In Graph theory, this problem can be referred to
as vertex-coloring, which is NP-hard [21]. Two vertices u, v ∈
G can have the same color if and only if both of the following
conditions hold.
• e = (u, v) /∈ E .
• There does not exist a vertex x such that e1 = (u, x) ∈ E
and e′1 = (x, v) ∈ E .

In this paper, to determine the performance of a coloring—
or slot asignment—algorithm, we consider the following
aspects.
• Running Time T is the amount of time taken to color
all vertices in V , or for all nodes to acquire a time
slot. Shortening running time is a important goal for
scheduling algorithms since it would reduce energy con-
sumption and increase QoS.

• Number of TransmissionsC is the number of messages
transmitted by all nodes to produce a complete schedule.
A lower number of transmitted messages also reduces

energy consumption and running time, which leads to
better QoS.

• Frame Length L is the number of slots needed to
accommodate all nodes, which is also the number of
colors needed for all vertices in V . A shorter frame
directly translates into better channel utilization.

In distributed WSNs, message transmissions during the
process of TDMA scheduling are prone to collisions, espe-
cially in high density networks, as neighbors are not aware of
one another’s transmission timing. This detrimentally affects
the performance of the whole network, because collided mes-
sages need to be retransmitted, which requires longer running
time and consumes more energy. Therefore, with the aim
of solving the random competition problem and improving
the performance of WSNs, we propose the concept of Topo-
logical Ordering alongside a quick and efficient scheduling
algorithm.

B. BASIC NOTATIONS
This subsection provides the basic notations used for our
algorithm descriptions. In the interest of clarity, from hereon,
all neighbors within two hops are simply referred to as neigh-
bors. Also, neighbor nodes which are one-, two-hop away are
referred to as one- and two-hop neighbors, respectively. The
following basic notations are provided to give readers a better
understanding of our algorithm.

• N1(u) is the set of one-hop neighbors of node u. If node
v ∈ N (u), u and v can successfully receive messages
from one another. The number of one-hop neighbors is
|N1(u)|.
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• N (u) is the set of all neighbors of node u. The number of
neighbors is |N (u)|. We have N1(u) ⊆ N (u). In addition,
as N1(u) and N (u) are defined, it is not necessary to
define another set for two-hop neighbors. because if
node v ∈ N (u) and v /∈ N1(u), v is identified as a two-hop
neighbor.

• val(u) is the randomly self-assigned numerical value of
node u.

• S(u) is the vector of slots assigned by nodes in N1(u).
• P(u) is the Priority value of node u. This is explained
further in Subsection IV-A.

All the notations, along with other above-mentioned ones,
are summarized in Table 2.

TABLE 2. Abbreviation table.

IV. TOPOLOGICAL ORDERING AND SLOT-AWARENESS
TABLE
Wedescribe how topological information (TI), which consists
of the total number of neighbors |N (u)| and the random value
val(u), can be used by each node to create a TO for its two-hop
neighborhood in Subsection IV-A. Then, in Subsection IV-B,

FIGURE 1. Example of SAT and TOT.

we introduce Slot-Awareness Table (SAT)–a tool for nodes
to keep track of the changes in slot assignment inside its
neighborhood.

A. TOPOLOGICAL ORDERING IN DISTRIBUTED WSNs
In DSTO, the TI collected by each node is used to produce
a TO, or scheduling order, consisting of the node itself and
its neighbors within a two-hop distance. With this order, each
node knows exactly when its turn is or in other words, how
many neighbors for which it has to wait before it is allowed to
reserve a time slot. TO is a list of descending priority values.
A node u’s priority value is denoted as P(u) and determined
by the u’s total number of neighbors |N (u)| and a randomized
numerical value val(u). Between any two neighbor nodes u
and v, we have:

P(u) > P(v), if (|N (u)| > |N (v)|) or
(|N (u)| = |N (v)|&val(u) > val(v))

P(u) < P(v), otherwise

(1)

The numerical value, which is randomly chosen between
the range of int32 by each node, is used in case u and v
have the same number of neighbors to avoid possible dead-
locks. In this case, the node with the higher value has higher
priority. Theoretically speaking, it is possible that two or
more neighbor nodes may pick the same number, but the
possibility of that is extremely low. Therefore, in this paper,
we assume each node has a unique value. This assumption
is reasonable as in actual networks, node can be assigned
a unique identification to specify their priority, roles, etc.
Fig. 1 shows an example of Topological Ordering in a Dis-
tributed WSN. In A’s Topological Order Table (TOT), we can
see that:

P(A) > P(B) > P(D) > P(C) > P(E) (2)

Thus, the sequence of scheduling nodes from A’s point of
view is ABDCE with A as the first node and E as the last.
In E’s TOT, there are only four nodes as C is three-hop away
from E . There, the sequence of scheduling nodes at E is
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FIGURE 2. The structures of messages.

only ABDE . After node A has finished assigning a time slot,
it will be removed from its own and other nodes’ TOTs. Node
A’s position on these tables will be filled by another node to
keep the algorithm working continuously.

B. SLOT-AWARENESS TABLE
The correctness of DSTO requires each node to be aware
of its neighbors’ assigned slots and also their awareness
about nodes inside the neighborhood. Thus, each node stores
exchanged information inside an SAT. In a node A’s SAT,
SATA(i, j) = a (∀ a > 0) shows that node A is aware that
node i has received information about node j’s taking time
slot a. If i is A, it indicates that A has had information about
node j’s time slot. In cases where j is A, it means A has
received j’s confirmation on its own time slot. Fig. 1 shows an
example of SAT . SATA(C,A) is set to be 1 after node C has
successfully confirmed to A that it is aware that A has chosen
slot 1. In addition, SATA(C,B) is 2 as A knows C is aware
that B has picked slot 2. The rest of this table will be further
discussed in Subsection IV-E.

V. DSTO, THE SCHEDULING ALGORITHM USING
TOPOLOGICAL ORDERING
In our algorithm, there are two main phases. The first phase
is Neighbor Discovery Phase (NDP), in which neighboring
nodes exchange TI with their one-hop neighbors. After this
phase, each node u has the information sufficient to construct
a TO of its two-hop neighborhood. In Scheduling Phase
(SCP), node u will perform slot assignment according to
this TO.

In Subsection V-A, we first introduce the algorithm for
exchanging HELLO messages carrying TI during the NDP.
Then, the main scheduling algorithm using Topological
Ordering is described in Subsection V-B. To help read-
ers have a better understanding and avoid any confusion,
Subsection V-C is spent to describe in detail the types of
messages used in this paper. Next, in Subsection V-D,
we describe second component of the algorithm and its
logical conditions to handle all possible cases. Lastly,
in Subsection V-E, an example is presented with a thorough

explanation to provide amore in-depth understanding into our
scheduling algorithm.

A. NEIGHBOR DISCOVERY PHASE
Each node repeatedly broadcasts HELLO messages, whose
structure is shown in Fig. 2, that contain its TI and its
one-hop neighbors’ TI at random moments during the NDP.
This ensures that each node is constantly updated on all
neighbors within two hops. Upon reception of a HELLO
from a neighbor node v, node u first adds v into its N(u)
and N1(u), respectively, if v does not yet exist in these lists
(Algorithm 1, lines 2 – 8) and then updates its TOT with v’s
TI (Algorithm 1, line 9). Next, node u checks if each node x
in the list of v’s one-hop neighbors N1(v) are not in N (u) and
N1(u). If this is true, node xmust be u’s two-hop neighbor and
is added to N (u) (Algorithm 1, line 10-15).
After transmitting a HELLO message, each node has to

wait for a period of time, called helloTimer, before broadcast-
ing again (Algorithm 1, line 17). The next HELLO message
will contain updated information on node u and its one-hop
neighbors (Algorithm 1, line 18-22). A similar neighbor dis-
covery method is also used by DRAND [22] in its ns2 simu-
lation. The length of the NDP, denoted ndTimer, is set to be
long enough for all nodes to discover their neighbors within
a two-hop range. After ndTimer expires, each node stops
broadcasting HELLOs and transfers into the SCP.

B. SCHEDULING PHASE
As discussed in the previous section, each node in DSTO
performs scheduling tasks according to the TO presented in
its TOT. A node ranked 5 on its own TOT has to wait until
the four neighbors ranked from 1 to 4 on its TOT to have
assigned their slots. Function Main() in Algorithm 2 shows
the pseudocode of DSTO’s main scheduling algorithm during
the SCP. The detailed explanation of this algorithm is given
below.

After NDP has ended, all nodes automatically transit to the
SCP. At the beginning of this phase, if a node u is on top of
its TOT, it automatically picks the minimum slot available
(slot 1) and starts broadcasting a RELEASE (RL) message,
which contains information about the slot, to its one-hop
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Algorithm 1 Algorithm for Neighbor Discovery Phase
PROCEDURE HelloHandler()
INPUT: Node u

addr(u), val(u), N (u), N1(u)
OUTPUT: Broadcasting HELLO messages

Collecting neighbors’ information

1: while ndTimer has not yet expired do
2: if u receives a HELLO message m from v then
3: if node v /∈ N (u) then
4: add v→ N (u)
5: end if
6: if node v /∈ N1(u) then
7: add v→ N1(u)
8: end if
9: update N (v), val(v) in TOT
10: foreach node x ∈ N1(v) do
11: if x /∈ N (u) && x /∈ N1(u) then
12: add x → N (u)
13: end if
14: update N (x), val(x) in TOT
15: end foreach
16: else
17: if helloTimer has expired then
18: set HELLO with [dst = 0xFFFFFFFF,

src = addr(u), |N (u)|, val(u)]
19: foreach node v ∈ N1(u) do
20: update HELLO with [addr(v), |N (v)|, val(v)]
21: end foreach
22: send HELLO
23: end if
24: end if
25: end while

neighbors (Algorithm 2, lines 2–8). The detailed descriptions
of this message will be provided in Subsection V-C. Node u
then waits for the neighbors to confirm they have received
the message. The amount of waiting time is set by the release
timer, denoted relTimer . After that, if there are still one-hop
neighbors that have not replied confirming the reception of
u’s RL message, or |R(u)| < |N1(u)|, it rebroadcasts another
RL (Algorithm 2, lines 18–22). At the time of retransmission,
as u have received confirmations from some of its one-hop
neighbors, it adds the list of these neighbors, R(u), into the
message to ensure that they do not reply more times than nec-
essary. The RL procedure only stops once |R(u)| = |N1(u)|,
which indicates all one-hop neighbors are aware of u’s slot
assignment. Additionally, the list of one-hop neighbors and
their assigned time slots, S(u), is piggy-backed in RLs as well,
if it does exist.

On the other hand, if it is not yet node u’s turn to schedule
when the SCP starts, or it has already finished scheduling,
it waits for neighbors’ messages. When u receives a RL from
a neighbor, denoted as relNb, it first adds slot information of
that neighbor into its SAT and removes that neighbor from its

Algorithm 2Main Algorithm in Scheduling Phase
PROCEDUREMain()
INPUT: node u, addr(u), slot(u), R(u), S(u), N1(u)

u’s SAT and TOT

1: while node u or any one-hop neighbor does not have a
time slot do

2: if u receives a message m from node v ‖ SCP starts then
3: update SAT
4: update TOT
5: if u is top of TOT then
6: pick a minimum available slot
7: send RL (dst, src = addr(u), slot(u),R(u), S(u))
8: set relTimer ← 4dtx
9: else
10: if type(m) == RL then
11: relNb← v
12: Execute fwAndRelConfirm(relNb)
13: else if type(m) == FW then
14: send FWC(dst = addr(src(m)),

src = addr(u), 1)
15: end if
16: end if
17: end if
18: if relTimer has expired && |R(u)| < |N1(u)| then
19: send RL (dst, src = addr(u), slot(u),R(u), S(u))
20: set relTimer ← 4dtx
21: end if
22: end while

TOT (Algorithm 2, lines 3–4). Subsequently, if u has become
the top of its TOT, it chooses a minimum slot available and
broadcasts RLs exactly as described above (Algorithm 2,
lines 5–8). Otherwise, u may have to pass the information
on relNb’s slot to a target neighbor, denoted fwTg, with a
FORWARD (FW) message or just simply reply relNb with
a RELEASE-CONFIRMATION (RLC) message. Therefore,
it executes fwAndRelConfirm() in Algorithm 3, which will
be described subsequently (Algorithm 2, lines 10-12). Oth-
erwise, if u receives a FW from a neighbor, it simply replies
with a FORWARD-CONFIRMATION (FWC) to the sender
(Algorithm 2, lines 13–14). The algorithm ends once all of
nodes inside u’s one-hop neighborhood has finished their
scheduling.

C. COMMUNICATION MESSAGES
Detailed structures of the messages used in the SCP of DSTO
are shown in Fig. 2. All messages including RL, FW, FWC,
and RLC are broadcast to all neighbors within a one-hop
range. Since broadcasting does not provide an acknowledg-
ment mechanism, we use RLC and FWC as a way to confirm
the receptions of RL and FW, respectively. This is further
explained in the next three paragraphs.
RL messages are broadcast to all one-hop neighbors of

the sender u to announce that it has successfully reserved
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a time slot. The destination address field (dst) is set to be
0xFFFFFFFF. Furthermore, the lists of the sender u’s one-hop
neighbors that have confirmed the reception of u’s RL and
u’s one-hop neighbors that have assigned their time slots (or
R(u) and S(u) respectively) are also added as well if they
exist. For example, the first RL does not contain R because
there has not been any node’s replying. In addition, S may
be empty as well, if the sender is the first node to schedule
in its one-hop neighborhood. Due to collision, RL messages
may not be successfully broadcast to all the neighbors. Thus,
retransmission is necessary. After broadcasting a RL, node u
waits for an amount of time called relTimer equal to 4dtx ,
in which dtx is the maximum one-way transmission delay
between u and its one-hop neighbors, and it is measured
during the NDP. The length of relTimer is determined based
on experimental results.
FW messages can be used to acknowledge the reception

of a RL from a neighbor–relNb, as well as to forward slot
information to another one-hop neighbor called fwTg. Similar
to RL messages, its dst field is also set to 0xFFFFFFFF. The
addresses of two explicit recipients, which are for relNb and
fwTg, are stored in dst1 and dst2, respectively. In case where
the sender no longer has to reply to relNb, field dst2will be set
at 0×00. The list of two-hop neighbors whose slots fwTg are
not yet aware of, denoted as U , is also included when it does
exist. This type of messages also requires retransmission.
The waiting period, fwTimer , is set to be 5dtx also based on
experimental results.
RLC and FWC messages are used only to confirm the

reception of a RL or a FW, respectively, so besides identi-
ficative and checking bits (e.g, header and src), they both
only have one other field called Confirmation bits to signal
that they have successfully received the last message. Both
of these messages are only transmitted promptly upon the
reception of a RL or FW. Therefore, they do not require
retransmission.

D. FW AND RLC HANDLING ALGORITHM
In Subsection V-B, we mentioned that when u receives a
RL, it is required to decide whether to only reply to relNb
with an RLC or forward the slot information to fwTg with
a FW. While RLCs are just for sending confirmation on the
reception of RLs, FWs are used for confirmation as well as
to notify fwTg, which is a one-hop neighbor of u that has
not decided on its slot and is ranked higher than u and all
the other one-hop neighbors in u’s TOT. Because if fwTg is
two-hop away from relNb and other one-hop neighbors of u,
it should be updated on their scheduling information to avoid
choosing a collided slot. If such node cannot be found, there is
no need to send a FW, so u only confirm to relNbwith an RLC
(Algorithm 3, lines 1–4).

Otherwise, if there exists a target node fwTg, node u exam-
ines two conditions (Algorithm 3, line 7). The first one is{

SATu(u, relNb) > 0
SATu(fwTg, relNb) = 0

(3)

Algorithm 3 Algorithm to Handle FW and RLC in Schedul-
ing Phase
PROCEDURE fwAndRelConfirm(relNb)
INPUT: node u, addr(u), slot(u), R(u), S(u), N1(u)

u’s SAT and TOT

1: if fwTimer has expired ‖ being called from Main() then
2: find fwTg
3: if fwTg is not found then
4: send RLC(dst = addr(relNb), src = addr(u), 1)
5: else
6: foreach node x ∈ N1(u) && x /∈ N1(fwTg) do
7: if SATu(u, x) > 0 && SATu(fwTg, x) == 0

then
8: if x == relNb then
9: relFwFlag← 1
10: else
11: otherFlag← 1
12: add [addr(x), SATu(u, x)]→ Uu(fwTg)
13: end if
14: end if
15: end foreach
16: if otherFlag == 1 ‖ (relFwFlag == 1 &&

otherFlag == 0 && u is fwTg’s one-hop neighbor with
least neighbors) then

17: dst1← addr(fwTg)
18: dst2← (u /∈ R(relNb)) ? addr(relNb) : 0x00
19: send FW (dst1, dst2, src = addr(u),

SATu(u, relNb),Uu(fwTg))
20: set fwTimer ← 5dtx
21: else
22: if u /∈ R(relNb) then
23: send RLC(dst = addr(relNb), src = addr(u), 1)
24: end if
25: end if
26: end if
27: end if

Here, SATu(u, relNb) > 0 indicates that node u is aware of
the slot assignment of relNb. Therefore, if according to u’s
knowledge, fwTg has not been aware of that, which is signaled
by SATu(fwTg, relNb) = 0, it has to send a FW to fwTg. Thus,
it sets relFwFlag to 1 (Algorithm 3, lines 7-9). Moreover,
condition 2 is{

SATu(u, x) > 0
SATu(fwTg, x) = 0

∀x ∈ N1(u) & x /∈ N1(fwTg) (4)

This condition holds if there is at least one node x that
is a common one-hop neighbor of u and fwTg, whose slot
information still remains unknown to fwTg. In this case, u sets
otherFlag to 1 to indicate that u has to send a FW to notify
fwTg about x’s slot information as well. Additionally, u adds
each node x and its slot information into a list denoted as
Uu(fwTg) (Algorithm 3, lines 7, 10-12). This check results in
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three possible cases, for which a simple graphical illustration
is presented in Fig. 3(a).

FIGURE 3. Graphical illustration for logical conditions of 3 cases in
fwAndRelConfirm() algorithm.

Case 1: At least condition 2 is met, or otherFlag == 1
(Algorithm 3, line 16). This is illustrated in Fig. 3(b), in which
SATu(u, on) = a and SATu(fwTg, on) = 0, where on repre-
sents x. In this case, besides relNb, there is slot information
from other two-hop neighbors of fwTg of which it is yet
unaware, which makes it necessary to send a FW to fwTg.
Therefore dst1 is set to address of fwTg. Node u also checks
if it is required to answer to the node that previously sent
it a RL, relNb. If yes, dst2 is filled with relNb’s address.
Otherwise, it will be set to 0× 00 (Algorithm 3, line 17-18).
Next, it broadcasts the FW message to both notify fwTg and
confirm on the reception of relNb’s previous RL message
(Algorithm 3, line 19-20).
Case 2: Only condition 1 is met, or relFwFlag == 1

and otherFlag == 0 (Algorithm 3, line 16) as illus-
trated in Fig. 3(c), in which SATu(u, relNb) = b and
SATu(fwTg, relNb) = 0 while both of SATu(u, on) and
SATu(fwTg, on) are a. This indicates there is only slot infor-
mation of relNb to be forwarded. Here, if u is the node that
has the least number of neighbors amongst common one-hop
neighbors, denoted cn in Fig. 3, of fwTg and relNb, uwill send
a FW. Because, only if there is at least one more common
one-hop neighbor between fwTg and relNb besides u, only of
them has to forward to fwTg (Algorithm 3, line 16-20). This
ensures there are no redundant messages and thus reduces the
total number of generated messages.
Case 3: In this case, none of two above-mentioned

cases are matched as illustrated in Fig. 3(d).
Here, SATu(u, relNb) = SATu(fwTg, relNb) = b and
SATu(u, on) = SATu(fwTg, on) = a. This indicates it is not
necessary to send a FW to fwTg. In this case, u only checks
if it is already included in R(relNb). If no, u sends an RLC to

relNb to confirm the reception of the last RL (Algorithm 3,
lines 21–23).

E. EXAMPLE
Fig. 4 shows how the proposed scheduling algorithm can be
applied on the network presented earlier in Fig. 1. In this
example, for the sake of simplicity and clarity, only changes
made to node A’s SAT and TOT, or in other words, from A’s
point-of-view, are shown. In this case, the SCP can be roughly
divided into 4 steps as below.

FIGURE 4. Example of applying DSTO into a wireless sensor network.

Step 1: Since node A has the highest position on its and its
neighbors’ TOTs, it takes slot 1, removes itself from its TOT,
and broadcasts this information along with a RL. Both node
D and C do not have a fwTg, therefore they reply to A with
an RLC. A sets SATA(C,A) = SATA(D,A) = 1.
Step 2: However, in B’s case, after receiving A’s slot infor-

mation, it has enough information for scheduling as A is
the only node that is ranked higher than itself. B removes
A from its TOT. It is now on top of the TOT and allowed
to schedule. Therefore, B takes the minimum available slot,
which is slot 2 and broadcasts its RL. It should be noted
A’s slot information is piggy-backed in B’s RL because A
is a one-hop neighbor of B. Therefore, node A is still able
to know that its RL has successfully arrived at B. Upon the
reception of B’s RL, A removes B from its TOT and set
SATA(B,A), SATA(A,B) to 1 and 2, respectively. Now, both A
and E have the same fwTg, which is D because D is two-hop
away from B and has to know B’s slot information before it
can start scheduling. In addition, since there is only B’s slot
information to be forwarded and E has less neighbors than A
does, E sends a FW toD, which also serves as a confirmation
to B. Node A, on the other hand, simply replies B with an
RLC.
Step 3: After receiving the FW from E , node D picks

slot 3 and broadcasts the information to A and E . C now
becomes A’s forwarded target node, thus, A has to forward
D’s information toC . Additionally, in Step 2, A only forwards
B’s information to D, thus C is still not aware of B’s assigned
slot. However, because B is a one-hop neighbor of A, its slot
information is also piggy-backed in A’s FW. As a result, C
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can know about B and D’s assigned slots even though they
are two-hop away.
Step 4: As stated earlier, the scheduling order from A’s

point of view is A, B, D, C and E . However, C and E are
three-hop away from each other, which allows them to sched-
ule at the same turn without causing conflicts. Both C and E
take slot 4 and broadcast their RLs. Next, node B and D reply
to E with an RLC to confirm the reception of E’s RL. Node
A also receives the RL from C and then updates it TOT and
SAT. Even though C’s RL does not piggy-back information
about B andD as they are its two-hop neighbors, A still knows
that C has successfully received its FW. This is because C
is only allowed to schedule once all of the higher-ranked
nodes, which are A, B andD, have decided on their time slots.
Therefore, SATA(C,B), SATA(C,D) and SATA(A,C) are set
to 2, 3 and 4, respectively. Lastly, A confirms to C with an
RLC.

VI. THEORETICAL ANALYSIS
In DSTO, any incorrectness or conflicts among neighbor
nodes’ TOs would directly result in scheduling failure. More-
over, it must be ensured each node will always be able to
receive enough slot information from all of the neighbors
ranked higher than itself on its TOT. Otherwise, DSTO fails
to provide a complete schedule. In Subsection VI-A, we use
theoretical analysis to prove that DSTO can always com-
plete scheduling and provide collision-free slot allocation.
Furthermore, in Subsection VI-B, we analyze the complexity
of DSTO in terms ofmessage transmissions and computation.

A. DSTO’s CORRECTNESS
Theorem 1: DSTO produces collision-free slot alloca-

tion for all nodes in the network. In other words, each node
has a unique time slot within a two-hop distance.
Proof: The following lemmas are to prove Theorem 1.
Lemma 1: Assuming that each node has a numerical

value unique inside its two-hop neighborhood, there are no
conflicts between nodes’ TOTs.
Proof: Let N be the number of nodes in the network and

the list P = (P1,P2 . . .PN ) be the lists of priority values of
all nodes which satisfies:

P1 > P2 > P3 > . . . > PN−1 > PN (5)

It can easily be seen that all the TOs produced by individual
nodes are sub-lists of P. Thus, they retain the descending
property of P. This can prove that there would be no conflicts
between nodes’ TOs.

Lemma 2: Assuming that the network topology is stable
for a sufficient amount of time, each node is able to col-
lect enough information about neighbors’ slot assignment to
acquire a time slot at its turn in accordance with the its TOT.
Proof: In DSTO, there are two cases in which a node can

receive neighbors’ slot information.
• Case 1 (receiving aRL). After acquiring a time slot, node
u broadcasts RLs until all of its one-hop neighbors have
successfully confirmed their awareness about its slot

assignment with an RLC or FW. A list of the neighbors
that have responded, or R(u) is piggy backed inside the
outgoing RLs. If a neighbor finds its ID not listed on
R(u), it has to respond again to u’s RLs. Therefore, in this
case, it is guaranteed all neighbor nodes of one-hop
distance will be aware of each other’s slot information.

• Case 2 (receiving a FW). Upon the reception of a RL,
node u checks if it has to notify one of its one-hop
neighbors, denoted v, that has not acquired a time slot
with a FW. If u sees that v has not been entirely aware
of slot information of u’s one-hop neighbors (or v’s
two-hop neighbors) who have finished scheduling, or:{

SATu(u, x) > 0
SATu(v, x) = 0

∀x ∈ N1(u) && x /∈ N1(v) (6)

node u will send FWs until receiving a confirmation
from v. Therefore, in this case, it is also guaranteed that
neighbor nodes of two-hop distance will be aware of
each other’s slot information. Thus, we can prove that
each node is always able to collect enough neighbors’
slot information.

By Lemma 1 and 2, we can prove that there are no conflicts
between TOs created by individual nodes and each node
will always receive enough neighbors’ slot information. This
ensures that each node can follow its TO to choose a time slot
that has not been used by its neighbors within two hops. �

B. DSTO’s COMPLEXITY
Theorem 2: Assuming that the maximum delay of any

messages is limited by a constant, DSTO’s message com-
plexity is O(δ), where δ is the maximum size of two-hop
neighborhoods.
Proof: In DSTO, each node has to send O(1) messages

in each of the following cases: announcing its slot assign-
ment, receiving a release message, and receiving a forward
message. All of these cases result from the node’s and its
neighbors’ slot assignments. Since there are a maximum of
δ nodes in any two-hop neighborhood and each node only
performs slot assignment once, the expected message com-
plexity is O(δ). �

Theorem 3: The expected internal computational com-
plexity to run DSTO is O(δ1), where δ1 is the maximum size
of one-hop neighborhoods and 0 < δ1 ≤ δ.
Proof: Our algorithm is divided into two phases, which

are NDP and SCP. In the NDP (Algorithm 1) and the SCP
(Algorithms 2 and 3). In both phases, there are no nested
loops through out both algorithms 2 and 3 and all of the
loops go through only the nodes’ lists of one-hop neighbors,
the complexity can be expected as O(δ1) as well. �

Theorem 4: Let N be the number of nodes in the net-
work. Assuming that the maximum delay of any messages is
limited by a constant with c’s being the maximum number
of retransmission attempts to deliver a message successfully
(c ≥ 0) and dtx’s being the maximum one-way transmission
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FIGURE 5. An example network for the worst-case scenario.

delay of any message. DSTO’s worst-case running time:

Tmax = dtx ·
[
(5c+ 1)− c · d[

]N − 3
2
e

]
(7)

Proof:As stated earlier, in DSTO, a node has to wait for all
neighbors ranked higher in its two-hop neighborhood to finish
their scheduling before its can acquire a time slot. Also, these
neighbors also need to wait for their neighbors in the same
manner. In the worst-case scenario, the network forms a line
topology as shown in Fig. 5. In this case, nodes A3. . .AN−2
all have 4 neighbors more than those of A1, A2, AN−1 and
AN , which are 2, 3, 3, 2, respectively. Therefore, there is
possibility that AN−2 has the highest priority in the network
and that node A1 has to wait for node AN−2 and several nodes
between them. From Section V, we know that some of these
nodes including AN−2 have to perform slot allocation and
notify its neighbors with RL messages, while the others have
to forward neighbors’ slot information to another node with
FWmessages. Thus, we call n1 the number of nodes that send
RL messages and n2 the number of nodes send FW messages
(0 ≤ n1, n2 ≤ N − 3).

Now, assuming amount of time needed for internal calcu-
lation is negligible (Theorem 3), the maximum running time
can be calculated as

Tmax = n1 · dtx + n2 · dtx (8)

However, messages may require retransmission to be deliv-
ered successfully. As introduced in Subsection V-C, nodes
wait for 4dtx and 5dtx before retransmitting RL and FW
messages, respectively. Therefore, if c is maximum number
of retransmission attempts, the running time becomes

Tmax = n1 · (4c+ 1) · dtx + n2 · (5c+ 1) · dtx (9)

Moreover, since a node’s forwarding is only triggered by
another neighbor’s RL message, the number of forwarding
nodes is always equal or smaller than that of releasing nodes.
Additionally, there are N − 3 hops between AN−2 and A1,
we can establish this as an optimization problem.

Maximize f (x)=n1 · (4c+ 1) · dtx+n2 · (5c+ 1) · dtx (10)

Subject to the constrains n2 ≤ n1 (11)

n1 + n2 = N − 3 (12)

By substituting n2 = N − 3− n1 into f (x), we have:

f (x) = (5c+ 1) · dtx − c · dtx · n1 (13)

It is obvious that, for f (x) to maximize, we need n1 to be
minimum. From equation (12) and (13), we can easily find
that

n1 ≥
N − 3

2
(14)

Because n1 ∈ N, we have

n1min = d[
]N − 3

2
e (15)

As a result, the maximum running time is

Tmax = dtx ·
[
(5c+ 1)− c · d[

]N − 3
2
e

]
. (16)

�

VII. PERFORMANCE EVALUATION
In this section, we study the performance of DSTO in terms
of running time, message overhead, slot assignment, and
numbers of trials (rounds) when being applied to WSNs.
To study the performance of DSTO over that of DRAND [22]
and DTSS [20], we set up the simulations in OPNETNetwork
Modeler. The number of nodes in a network ranges from 50 to
250 and all nodes are deployed randomly in an area of 300×
300m2. The communication range is set at 40m. This config-
uration leads to two-hop neighborhood sizes’ ranging from
8 to 60. This simulation setup aims to prove the effectiveness
of DSTO on both small- and large-scale wireless networks
with different neighborhood densities.

A. RUNNING TIME
Fig. 6(a) plots the average running time according to the
neighborhood size (node density) to compare the trends of
results from three algorithms. It can be seen that DSTO
performs better than DRAND by 30 to 60%. This is because,
in DSTO, nodes assign slots in turn according to its TOT, and
as soon as they have received enough TI from their neighbors.
The number of message collisions between neighbor nodes
is also reduced, which leads to less execution time wasted
on unnecessary retransmissions. DRAND, on the other hand,
is prone to collisions due to its random nature, which also
leads to significant variations of simulation results. Further-
more, Fig. 6(b) displays the variations of slot-assigning time
by nodes according to network sizes. In DSTO, the duration
from the first node that assigns its slot to the last in each net-
work is remarkably lower than that of DRAND. In DRAND,
nodes wait and request at a random time and especially they
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FIGURE 6. (a) Average running time to acquire a slot and (b) Running time of individual nodes to acquire a slot.

may fail several times before acquiring a time slot. More
importantly, when a node fails, it does not only waste its
own time but also time of its one-hop neighbors that has
sent grant to it and their one-hop neighbors as well, because
DRAND nodes can only send grants to only one node at any
moment.

On the contrary, DSTO’s performance is inferior to that
of DTSS in both Fig. 6(a) and (b). Since DTSS nodes are
time-synchronized, they can save a significant amount of time
spent on waiting. However, it is important to note that in
the case of DTSS, the actual running time needed will be
higher than what is shown in the figures, as extra running
time needs to be spent on time-synchronization before the
scheduling phase’s being able to start. Moreover, errors in
time-synchronization may result in more delay or in the worst
case, scheduling failure.

B. MESSAGE TRANSMISSIONS
Fig. 7(a) compares the trends of average message transmis-
sions of three algorithms as the neighborhood size increases.
It proves DSTO’s effectiveness on reducing the number of
generated messages. In terms of average numbers of mes-
sage transmissions, DSTO outperforms DTSS by 25-30%
and DRAND by 30-40% in most cases. Moreover, the out-
put variance’s size of DRAND can be higher than that of
DSTO by 3-4 times in some cases. By employing a TO,
DSTO allows nodes to assign time slots in an orderly fashion,

which helps reduce the number of message losses due to
collisions, whereas DRAND nodes have to compete with
each other and thus generate more message losses. In DTSS,
each node has to, at least, request twice and as a consequence,
response twice to each of its one-hop neighbors. This leads
to a high amount of message overhead and thus high energy
consumption.

Fig. 7(b) shows the number of message transmissions by
individual nodes in five networks of 50 – 250 nodes. The
differences between DSTO and the other algorithms are more
noticeable as the network size increases. In the network
of 250 nodes, 50% of nodes in DSTO, DRAND and DTSS
transmitted more than 48, 63 and 57 messages, respectively.
The node that had to transmit the most in DSTO accounts for
80 messages, while those in DRAND and DTSS generated
roughly 190 and 130 messages.

Fig. 8 illustrates the total number of message transmis-
sions according to the network size. Similar to the previous
result, it can be observed that there are only small differences
between the results of DSTO and the others in low-density
networks (50 – 100 nodes), whereas high density networks
(150 – 250 nodes) have significant differences due to high
possibility of collisions. DSTO can save up to 35 and 25% of
total messages compared to DRAND andDTSS, respectively,
as the network density increases. This proves that Topological
Ordering is effective in terms of avoiding collisions between
neighbors.
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FIGURE 7. (a) Average number of message transmissions, (b) Average number of message transmissions by individual nodes.

FIGURE 8. Total number of message transmissions by networks.

C. SLOT ALLOCATION
Fig. 9 shows the number of used slots in each frame of three
algorithms. In both DSTO and DRAND, when choosing a
time slot, nodes always try to pick the minimum slot that
does not cause collisions with any of its neighbors within
a two-hop distance. Therefore, we can see only small dif-
ferences between two algorithms. However, in the case of
DTSS, the frame size must be set before the scheduling starts.
In this simulation, we choose the frame of 60 slots, which is

FIGURE 9. Maximum number of assigned slots.

equal to the maximum neighborhood size. Because any frame
shorter than this would result in an incomplete scheduling
phase, in which there are nodes that cannot assign a slot.
Moreover, it can be seen that DRAND appears to have used 2,
5 and 4 slots more than DSTO in 150-node, 200-node and
250-node networks, respectively. DSTO frames are 60-90%
shorter than those of DTSS in all simulations.

Fig. 10 shows the slot distributions and CDFs for networks
of 50, 150 and 250 nodes, respectively. DTSS has poor
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FIGURE 10. Assigned slot distributions and CDFs for networks.

FIGURE 11. Average number of trials (rounds) taken to allocate a time
slot.

channel utilization rates, especially in cases of low-density
networks with a large proportion of unused slots. These slots
can certainly be reassigned to raise the channel utilization
rate. However, it would have to be a tradeoff as more running
time and message transmissions are needed.

D. NUMBER OF TRIALS (ROUNDS)
In this subsection, we compare the average number of trials
taken in order for each node to acquire a time slot. As men-
tioned earlier, in DRAND, at each round, each node plays a
lottery and if it loses, it has to wait before being allowed to
play again. Otherwise, if it wins, the node will start broad-
casting requests. Thus, we can consider each round is a trial.
When nodes lose the lottery or are rejected by their neighbors,

the trial is considered a failure resulting in waste of resources
such as time, message transmission and energy. The case is
similar for DTSS. When a node randomly chooses a slot that
has been blocked or taken by one of its neighbor, it has to start
again from the beginning.

Fig. 11 shows that in DRAND, each node, in average, has
to try and fail several times before being able to acquire a slot.
In DTSS, the numbers of trials are significantly smaller due
to the large frame size. On the other hand, in DSTO, since the
scheduling order has been decided beforehand, each node has
to try only once when they have received enough information
on neighbors’ slot assignments.

VIII. CONCLUSION
In this paper, we introduce the concept of Topological Order-
ing and use it to produce a scheduling order for WSNs.
We also propose a distributed TDMA scheduling algorithm
using Topological Ordering called DSTO. Our algorithm is
designed to be scalable in a fully distributed manner and to
reduce running time and message overhead, which is the key
to energy preservation. From theoretical analysis, the mes-
sage and internal computation complexities are O(δ) and
O(δ1) and, where δ and δ1 and is the maximum two- and
one-hop neighborhood sizes, respectively. This helps prove
the algorithm’s scalability. Moreover, we thoroughly evaluate
the performance of DSTO in various aspects and compare it
to those of two scheduling algorithms called, DRAND and
DTSS. The evaluation results confirm the validity and proves
DSTO’s effectiveness in terms of scheduling time and the
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number of generated messages regardless of the network size
and density.
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